1)

A condição para um aluno ser aprova é ter média final, de 7 pontos ou superior. Essa condição pode ser implementada na linguagem Python, por meio de uma estrutura condicional.

Considerando a linguagem Python, escolha a opção que implementa corretamente a condição para o aluno ser aprovado.

**Alternativas:**

* a)

if media\_final > 7:

print("aprovado")

* b)

elif media\_final >= 7:

print("aprovado")

* c)

if media\_final >= 7:

print("aprovado")

Alternativa assinalada

* d)

if media\_final < 7:

print("aprovado")

* e)

elif media\_final < 7:

print("aprovado")

2)

A condição para que um aluno seja aprovado é que ele tenha média final de 7 ou superior e tenha 5 ou menos faltas. Tal condição pode ser implementada através de uma estrutura condicional na linguagem Python.

Considerando a linguagem Python, escolha a opção que implementa corretamente a condição para o aluno ser aprovado.

**Alternativas:**

* a)

if media\_final >= 7 and faltas <= 5:

print("aprovado")

Alternativa assinalada

* b)

if media\_final > 7 and faltas < 5:

print("aprovado")

* c)

if media\_final > 7 and faltas <= 5:

print("aprovado")

* d)

if media\_final >= 7 and faltas < 5:

print("aprovado")

* e)

if media\_final >= 7 or faltas <= 5:

print("aprovado")

3)

Funções em Python, podem ser argumentos definidos ou indefinidos. Ao invocar uma função, os parâmetros podem ser passados de forma posicional ou nominal.

O código a seguir é uma implementação em Python

![a](data:image/png;base64,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)

Considerando o código apresentado, escolha a opção que representa o retorno da função para a chamada: calcular(1, 4, 5)

**Alternativas:**

* a)

A função irá retornar o valor 10.

* b)

A função irá retornar o valor 20.

Alternativa assinalada

* c)

A função irá retornar o valor 5.

* d)

A função irá retornar o valor 15.

* e)

A função irá retornar o valor 25.

4)

Um texto é um objeto da classe \_\_\_\_\_, que é um tipo de \_\_\_\_\_\_\_\_. Os objetos da classe str, possuem certas operações, como por exemplo, in, \_\_\_\_\_, dentre outras. Esse tipo de objeto é \_\_\_\_\_\_\_\_\_, ou seja, não é possível atribuir um novo valor a uma \_\_\_\_\_\_\_\_\_.

Escolha a opção que completa corretamente as lacunas.

**Alternativas:**

* a)

string / lista / not in / imutável / posição específica

* b)

str / sequência / not in / imutável / posição específica

Alternativa assinalada

* c)

string / lista / none in / mutável / posição específica

* d)

string / lista / none in / imutável / variável

* e)

str / tupla / not in / imutável / posição específica

5)

Os algoritmos criados para resolver o mesmo problema geralmente diferem dramaticamente em sua eficiência. Essas diferenças podem ser muito mais significativas do que as diferenças devido ao hardware e software.

O algoritmo a seguir é uma implementação em Python.  
def procurar\_valor(lista, valor):  
    minimo = 0  
    maximo = len(lista) - 1  
    while minimo <= maximo:  
        meio = (minimo + maximo) // 2  
        if valor < lista[meio]:  
            maximo = meio - 1  
        elif valor > lista[meio]:  
            minimo = meio + 1  
        else:  
            return meio  
    return None  
  
Considerando a função apresentada é correto o que se afirma em

I. A função representa um algoritmo de busca linear.  
II. A função retornará verdadeiro ou falso caso encontre um valor.  
III. Na primeira iteração o menor índice a ser considerado é o zero.

Escolha a opção correta.

**Alternativas:**

* a)

Somente a asserção I está correta.

* b)

Somente a asserção II está correta.

* c)

Somente a asserção III está correta.

Alternativa assinalada

* d)

Somente as asserções I e II estão corretas.

* e)

Somente as asserções II e III estão corretas.